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1 ФОРМУЛИРОВКА ЗАДАЧИ

Доступ к реестру Windows. Другие вспомогательные средства управления.

В качестве задачи необходимо разработать утилиту для создания и управления реестровыми записями Windows, включая создание, изменение и удаление ключей и значений.

# **2** ТЕОРЕТИЧЕСКИЕ СВЕДЕНИЯ

Работа с реестром *Windows* в *WinAPI* представляет собой важную часть работы с операционной системой, так как реестр используется для хранения настроек, конфигураций и другой важной информации.

Реестр — это определяемая системой база данных, в которой приложения и системные компоненты хранят и извлекают данные конфигурации. Данные, хранящиеся в реестре, зависят от версии *Microsoft* *Windows*. Приложения используют *API* реестра для получения, изменения или удаления данных реестра.[1]

Реестр имеет древовидную структуру, состоящую из ключей (*keys*) и значений (*values*). Каждый ключ может содержать подключи и значения. Основные разделы реестра, такие как *HKEY*\_*LOCAL\_MACHINE*, *HKEY*\_*CURRENT*\_*USER*, *HKEY*\_*CLASSES*\_*ROOT*, и др., являются корневыми ключами.

Для работы с реестром в *WinAPI* используются функции, такие как *RegOpenKeyEx, RegCreateKeyEx, RegSetValueEx, RegQueryValueEx, RegEnumKeyEx* и другие. Эти функции позволяют открывать, создавать, читать, записывать и удалять ключи и значения в реестре.

В реестре хранятся данные различных типов, такие как строки, числа, булевы значения и др. Наиболее распространенные типы данных включают *REG*\_SZ (строки), REG\_*DWORD* (32-битные целые числа), REG\_*QWORD* (64-битные целые числа) и другие.

На 64-битных версиях *Windows* реестр разделен на две ветки: 32-битную и 64-битную. 32-битные приложения имеют свою собственную ветку в реестре, отличную от 64-битных приложений. Это может потребовать учета архитектуры при работе с реестром.[2]

3 ОПИСАНИЕ ФУНКЦИЙ ПРОГРАММЫ

Согласно формулировке задачи, были реализованы следующие функции.

3.1 Создание и изменение ключей и их значений

Пользователю требуется ввести имя ключа в поле для ключа и значение этого ключа в поле для значения, а затем данные значения. Далее нажать кнопку создания. Ключ со значением создается в реестре *Windows* (рисунок 1). Если ключ уже существовал в реестре, то его значение будет обновлено. Также имеется возможность выбрать тип данных который будет использоваться для данных значения.
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Рисунок 1 – создание или изменение ключа

3.2 Удаление ключей и их значений

Чтобы удалить ключ и его значение, пользователю требуется ввести имя ключа, который нужно удалить. Далее нажать кнопку удаления (рисунок 2).
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Рисунок 2 – удаление ключа

Чтобы удалить значение, введите имя значения в соответствующее поле, и нажмите кнопку удаления значения (рисунок 3).
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Рисунок 3 – удаление значений ключа

3.3 Получение значений ключа и данных этих значений

Чтобы получить значения ключа и их данные, пользователю требуется ввести имя ключа и нажать найти ключ (рисунок 4).

![](data:image/png;base64,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)

Рисунок 4 – получение данных о ключе
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ПРИЛОЖЕНИЕ А

Листинг кода

Файл Lab5.h

#pragma once

#include "resource.h"

#include <windows.h>

#include <string>

#define CREATE\_KEY 1101

#define DELETE\_KEY 1102

HWND hEditCreateKeyName;

HWND hEditCreateKeyValue;

HWND hButtonCreateKey;

HWND hEditDeleteKeyName;

HWND hComboBoxType;

HWND hButtonDeleteKey;

bool CreateKey(std::wstring name, std::wstring value);

bool DeleteKey(std::wstring name);

Файл Lab5.cpp

#ifndef UNICODE

#define UNICODE

#endif

#include "Lab5.h"

#include <strsafe.h>

#include <tchar.h>

#include <locale>

#include <codecvt>

#include <atlstr.h>

#include <atlconv.h>

/\*

Разработать утилиту для создания и управления

реестровыми записями Windows, включая создание,

изменение и удаление ключей и значений.

\*/

LRESULT CALLBACK WindowProc(HWND hwnd, UINT uMsg, WPARAM wParam, LPARAM lParam);

int WINAPI wWinMain(HINSTANCE hInstance, HINSTANCE hPrevInstance, PWSTR pCmdLine, int nCmdShow)

{

// Register the window class.

const wchar\_t CLASS\_NAME[] = L"Sample Window Class";

WNDCLASS wc = { };

wc.lpfnWndProc = WindowProc;

wc.hInstance = hInstance;

wc.lpszClassName = CLASS\_NAME;

RegisterClass(&wc);

// Create the window.

HWND hwnd = CreateWindowExW(

0, // Optional window styles.

CLASS\_NAME, // Window class

L"Learn to Program Windows", // Window text

WS\_OVERLAPPEDWINDOW, // Window style

// Size and position

CW\_USEDEFAULT, CW\_USEDEFAULT, 1300, 700,

NULL, // Parent window

NULL, // Menu

hInstance, // Instance handle

NULL // Additional application data

);

if (hwnd == NULL)

{

return 0;

}

hEditCreateKeyName = CreateWindowEx(

WS\_EX\_CLIENTEDGE,

L"EDIT",

L"",

WS\_CHILD | WS\_VISIBLE | ES\_AUTOHSCROLL,

10, 10, 300, 30,

hwnd,

NULL,

hInstance,

NULL

);

HWND hwndCreateKeyNameText = CreateWindow(

L"STATIC",

L"Введите имя ключа для создания/изменения",

WS\_VISIBLE | WS\_CHILD | SS\_LEFT,

320, 10, 270, 30,

hwnd,

NULL,

hInstance,

NULL

);

hEditCreateKeyValue = CreateWindowEx(

WS\_EX\_CLIENTEDGE,

L"EDIT",

L"",

WS\_CHILD | WS\_VISIBLE | ES\_AUTOHSCROLL,

10, 50, 300, 30,

hwnd,

NULL,

hInstance,

NULL

);

HWND hwndCreateValueText = CreateWindow(

L"STATIC",

L"Введите имя значения для ключа",

WS\_VISIBLE | WS\_CHILD | SS\_LEFT,

320, 50, 250, 30,

hwnd,

NULL,

hInstance,

NULL

);

hEditCreateKeyValueData = CreateWindowEx(

WS\_EX\_CLIENTEDGE,

L"EDIT",

L"",

WS\_CHILD | WS\_VISIBLE | ES\_AUTOHSCROLL,

10, 90, 300, 30,

hwnd,

NULL,

hInstance,

NULL

);

HWND hwndCreateValueDataText = CreateWindow(

L"STATIC",

L"Введите значение для данных значения",

WS\_VISIBLE | WS\_CHILD | SS\_LEFT,

320, 90, 250, 30,

hwnd,

NULL,

hInstance,

NULL

);

hComboBoxType = CreateWindow(

L"COMBOBOX",

NULL,

WS\_CHILD | WS\_VISIBLE | CBS\_DROPDOWN | CBS\_HASSTRINGS,

10, 130, 200, 200,

hwnd, NULL, hInstance, NULL

);

// Добавление элементов в комбо-бокс

SendMessage(hComboBoxType, CB\_ADDSTRING, 0, (LPARAM)L"REG\_SZ");

SendMessage(hComboBoxType, CB\_ADDSTRING, 0, (LPARAM)L"REG\_DWORD");

SendMessage(hComboBoxType, CB\_ADDSTRING, 0, (LPARAM)L"REG\_QWORD");

// Выбор первого элемента в комбо-боксе

SendMessage(hComboBoxType, CB\_SETCURSEL, 0, 0);

hButtonCreateKey = CreateWindowEx(

0,

L"BUTTON",

L"Создать/изменить ключ",

WS\_CHILD | WS\_VISIBLE | BS\_DEFPUSHBUTTON,

220, 130, 220, 50,

hwnd,

(HMENU)CREATE\_KEY,

hInstance,

NULL

);

hEditDeleteKeyName = CreateWindowEx(

WS\_EX\_CLIENTEDGE,

L"EDIT",

L"",

WS\_CHILD | WS\_VISIBLE | ES\_AUTOHSCROLL,

610, 10, 300, 30,

hwnd,

NULL,

hInstance,

NULL

);

HWND hwndDeleteKeyNameText = CreateWindow(

L"STATIC",

L"Введите имя ключа для удаления",

WS\_VISIBLE | WS\_CHILD | SS\_LEFT,

920, 10, 270, 30,

hwnd,

NULL,

hInstance,

NULL

);

hButtonDeleteKey = CreateWindowEx(

0,

L"BUTTON",

L"Удалить ключ",

WS\_CHILD | WS\_VISIBLE | BS\_DEFPUSHBUTTON,

610, 50, 120, 50,

hwnd,

(HMENU)DELETE\_KEY,

hInstance,

NULL

);

hEditDeleteValueName = CreateWindowEx(

WS\_EX\_CLIENTEDGE,

L"EDIT",

L"",

WS\_CHILD | WS\_VISIBLE | ES\_AUTOHSCROLL,

610, 110, 300, 30,

hwnd,

NULL,

hInstance,

NULL

);

HWND hwndDeleteValueNameText = CreateWindow(

L"STATIC",

L"Введите имя значения ключа для удаления",

WS\_VISIBLE | WS\_CHILD | SS\_LEFT,

920, 110, 300, 30,

hwnd,

NULL,

hInstance,

NULL

);

hButtonDeleteValue = CreateWindowEx(

0,

L"BUTTON",

L"Удалить значение",

WS\_CHILD | WS\_VISIBLE | BS\_DEFPUSHBUTTON,

610, 150, 150, 50,

hwnd,

(HMENU)DELETE\_VALUE,

hInstance,

NULL

);

hEditFindKeyName = CreateWindowEx(

WS\_EX\_CLIENTEDGE,

L"EDIT",

L"",

WS\_CHILD | WS\_VISIBLE | ES\_AUTOHSCROLL,

10, 340, 300, 30,

hwnd,

NULL,

hInstance,

NULL

);

HWND hwndFindKeyNameText = CreateWindow(

L"STATIC",

L"Введите имя ключа для поиска",

WS\_VISIBLE | WS\_CHILD | SS\_LEFT,

320, 340, 270, 30,

hwnd,

NULL,

hInstance,

NULL

);

hButtonFindKey = CreateWindowEx(

0,

L"BUTTON",

L"Найти ключ",

WS\_CHILD | WS\_VISIBLE | BS\_DEFPUSHBUTTON,

10, 380, 120, 50,

hwnd,

(HMENU)FIND\_KEY,

hInstance,

NULL

);

ShowWindow(hwnd, nCmdShow);

// Run the message loop.

MSG msg = { };

while (GetMessage(&msg, NULL, 0, 0) > 0)

{

TranslateMessage(&msg);

DispatchMessage(&msg);

}

return 0;

}

LRESULT CALLBACK WindowProc(HWND hwnd, UINT uMsg, WPARAM wParam, LPARAM lParam)

{

switch (uMsg)

{

case WM\_DESTROY:

PostQuitMessage(0);

return 0;

case WM\_PAINT:

{

PAINTSTRUCT ps;

HDC hdc = BeginPaint(hwnd, &ps);

// All painting occurs here, between BeginPaint and EndPaint.

FillRect(hdc, &ps.rcPaint, (HBRUSH)(COLOR\_WINDOW + 1));

EndPaint(hwnd, &ps);

}

case WM\_COMMAND:

{

int command = LOWORD(wParam);

switch (command)

{

case CREATE\_KEY:

{

LPWSTR name = new WCHAR[GetWindowTextLength(hEditCreateKeyName) + 1];

LPWSTR value = new WCHAR[GetWindowTextLength(hEditCreateKeyValue) + 1];

LPWSTR data = new WCHAR[GetWindowTextLength(hEditCreateKeyValueData) + 1];

GetWindowText(hEditCreateKeyName, name, GetWindowTextLength(hEditCreateKeyName) + 1);

GetWindowText(hEditCreateKeyValue, value, GetWindowTextLength(hEditCreateKeyValue) + 1);

GetWindowText(hEditCreateKeyValueData, data, GetWindowTextLength(hEditCreateKeyValueData) + 1);

if (CreateKey(name, value, data))

{

MessageBox(hwnd, L"Ключ успешно создан в реестре.", L"Успех", MB\_OK | MB\_ICONINFORMATION);

}

else

{

MessageBox(hwnd, L"Ошибка при создании ключа в реестре.", L"Ошибка", MB\_OK | MB\_ICONERROR);

}

delete[] name;

delete[] value;

delete[] data;

break;

}

case DELETE\_KEY:

{

LPWSTR name = new WCHAR[GetWindowTextLength(hEditDeleteKeyName) + 1];

GetWindowText(hEditDeleteKeyName, name, GetWindowTextLength(hEditDeleteKeyName) + 1);

if (DeleteKey(name))

{

MessageBox(hwnd, L"Ключ успешно удален в реестре.", L"Успех", MB\_OK | MB\_ICONINFORMATION);

}

else

{

MessageBox(hwnd, L"Ошибка при удалении ключа в реестре.", L"Ошибка", MB\_OK | MB\_ICONERROR);

}

delete[] name;

break;

}

case DELETE\_VALUE:

{

LPWSTR name = new WCHAR[GetWindowTextLength(hEditDeleteValueName) + 1];

GetWindowText(hEditDeleteValueName, name, GetWindowTextLength(hEditDeleteValueName) + 1);

if (DeleteValue(name))

{

MessageBox(hwnd, L"Значение успешно удален в реестре.", L"Успех", MB\_OK | MB\_ICONINFORMATION);

}

else

{

MessageBox(hwnd, L"Ошибка при удалении значения в реестре.", L"Ошибка", MB\_OK | MB\_ICONERROR);

}

delete[] name;

break;

}

case FIND\_KEY:

{

LPWSTR name = new WCHAR[GetWindowTextLength(hEditFindKeyName) + 1];

GetWindowText(hEditFindKeyName, name, GetWindowTextLength(hEditFindKeyName) + 1);

std::wstring result = FindKey(name);

if (result.empty())

{

MessageBox(hwnd, L"Ключ не был найден в реестре.", L"Ошибка", MB\_OK | MB\_ICONERROR);

}

else

{

std::wstring mywstring(name);

result = L"Ключ с именем " + mywstring + L" имеет данные:\n" + result;

MessageBox(hwnd, result.c\_str(), L"Успех", MB\_OK | MB\_ICONINFORMATION);

}

delete[] name;

break;

}

}

}

return 0;

}

return DefWindowProc(hwnd, uMsg, wParam, lParam);

}

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

//

// RegDelnodeRecurse()

//

// Purpose: Deletes a registry key and all its subkeys / values.

//

// Parameters: hKeyRoot - Root key

// lpSubKey - SubKey to delete

//

// Return: TRUE if successful.

// FALSE if an error occurs.

//

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

BOOL RegDelnodeRecurse(HKEY hKeyRoot, LPTSTR lpSubKey)

{

LPTSTR lpEnd;

LONG lResult;

DWORD dwSize;

TCHAR szName[MAX\_PATH];

HKEY hKey;

FILETIME ftWrite;

// First, see if we can delete the key without having

// to recurse.

lResult = RegDeleteKey(hKeyRoot, lpSubKey);

if (lResult == ERROR\_SUCCESS)

return TRUE;

lResult = RegOpenKeyEx(hKeyRoot, lpSubKey, 0, KEY\_READ, &hKey);

if (lResult != ERROR\_SUCCESS)

{

if (lResult == ERROR\_FILE\_NOT\_FOUND) {

printf("Key not found.\n");

return TRUE;

}

else {

printf("Error opening key.\n");

return FALSE;

}

}

// Check for an ending slash and add one if it is missing.

lpEnd = lpSubKey + lstrlen(lpSubKey);

if (\*(lpEnd - 1) != TEXT('\\'))

{

\*lpEnd = TEXT('\\');

lpEnd++;

\*lpEnd = TEXT('\0');

}

// Enumerate the keys

dwSize = MAX\_PATH;

lResult = RegEnumKeyEx(hKey, 0, szName, &dwSize, NULL,

NULL, NULL, &ftWrite);

if (lResult == ERROR\_SUCCESS)

{

do {

\*lpEnd = TEXT('\0');

StringCchCat(lpSubKey, MAX\_PATH \* 2, szName);

if (!RegDelnodeRecurse(hKeyRoot, lpSubKey)) {

break;

}

dwSize = MAX\_PATH;

lResult = RegEnumKeyEx(hKey, 0, szName, &dwSize, NULL,

NULL, NULL, &ftWrite);

} while (lResult == ERROR\_SUCCESS);

}

lpEnd--;

\*lpEnd = TEXT('\0');

RegCloseKey(hKey);

// Try again to delete the key.

lResult = RegDeleteKey(hKeyRoot, lpSubKey);

if (lResult == ERROR\_SUCCESS)

return TRUE;

return FALSE;

}

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

//

// RegDelnode()

//

// Purpose: Deletes a registry key and all its subkeys / values.

//

// Parameters: hKeyRoot - Root key

// lpSubKey - SubKey to delete

//

// Return: TRUE if successful.

// FALSE if an error occurs.

//

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

BOOL RegDelnode(HKEY hKeyRoot, LPCTSTR lpSubKey)

{

TCHAR szDelKey[MAX\_PATH \* 2];

StringCchCopy(szDelKey, MAX\_PATH \* 2, lpSubKey);

return RegDelnodeRecurse(hKeyRoot, szDelKey);

}

std::string ws2s(const std::wstring& wstr)

{

using convert\_typeX = std::codecvt\_utf8<wchar\_t>;

std::wstring\_convert<convert\_typeX, wchar\_t> converterX;

return converterX.to\_bytes(wstr);

}

bool CreateKey(std::wstring keyName, std::wstring value, std::wstring data)

{

if (value.empty())

{

return false;

}

HKEY hKey;

LPCWSTR keyPath;

TCHAR\* dst = new TCHAR[keyName.size()];

if (!keyName.empty())

{

//setup converter

using convert\_type = std::codecvt\_utf8<wchar\_t>;

std::wstring\_convert<convert\_type, wchar\_t> converter;

//use converter (.to\_bytes: wstr->str, .from\_bytes: str->wstr)

std::string converted\_str = converter.to\_bytes(keyName);

converted\_str = "Software\\Lab5\\" + converted\_str;

//As much as we'd love to, we can't use memcpy() because

//sizeof(TCHAR)==sizeof(char) may not be true:

std::copy(converted\_str.begin(), converted\_str.end(), dst);

dst[converted\_str.size()] = '\0';

}

else

{

std::string str = "Software\\Lab5";

std::copy(str.begin(), str.end(), dst);

dst[str.size()] = '\0';

}

LPCWSTR valueName = value.c\_str();

LPCWSTR valueData = data.c\_str();

int selectedIndex = SendMessage(hComboBoxType, CB\_GETCURSEL, 0, 0);

if (selectedIndex == CB\_ERR)

{

return false;

}

LONG result = RegCreateKeyEx(HKEY\_CURRENT\_USER, dst, 0, NULL, REG\_OPTION\_NON\_VOLATILE, KEY\_WRITE, NULL, &hKey, NULL);

if (result == ERROR\_SUCCESS)

{

if (selectedIndex == 0)

{

result = RegSetValueEx(hKey, valueName, 0, REG\_SZ, (const BYTE\*)valueData, (wcslen(valueData) + 1) \* sizeof(WCHAR));

if (result != ERROR\_SUCCESS)

{

return false;

}

RegCloseKey(hKey);

return true;

}

if (selectedIndex == 1)

{

DWORD dwValue = wcstoul(valueData, NULL, 10);

result = RegSetValueEx(hKey, valueName, 0, REG\_DWORD, (const BYTE\*)&dwValue, sizeof(DWORD));

if (result != ERROR\_SUCCESS)

{

return false;

}

RegCloseKey(hKey);

return true;

}

if (selectedIndex == 2)

{

ULONGLONG qwValue = \_wcstoui64(valueData, NULL, 10);

result = RegSetValueEx(hKey, valueName, 0, REG\_QWORD, (const BYTE\*)&qwValue, sizeof(ULONGLONG));

if (result != ERROR\_SUCCESS)

{

return false;

}

RegCloseKey(hKey);

return true;

}

}

else {

return false;

}

}

bool DeleteValue(std::wstring name)

{

if (name.empty())

{

return false;

}

HKEY hKey = NULL;

if (RegOpenKeyEx(HKEY\_CURRENT\_USER, \_T("Software\\Lab5"), 0L, KEY\_SET\_VALUE, &hKey) == ERROR\_SUCCESS)

{

TCHAR\* dst = W2T((LPWSTR)name.c\_str());

if (RegDeleteValue(hKey, dst) == ERROR\_SUCCESS)

{

return true;

}

}

else

{

return false;

}

}

bool DeleteKey(std::wstring name)

{

HKEY hKey;

if (name.empty())

{

return false;

}

std::wstring new\_name(L"Software\\Lab5\\");

new\_name += name;

return RegDelnode(HKEY\_CURRENT\_USER, new\_name.c\_str());

}

std::wstring FindKey(std::wstring name)

{

HKEY hKey = HKEY\_CURRENT\_USER; // Корневой ключ, в котором находится ключ

std::wstring keyName = L"Software\\Lab5"; // Путь к ключу

std::wstring s1 = std::wstring(keyName);

std::wstring s2 = std::wstring(L"\\");

std::wstring s3 = std::wstring(name);

std::wstring subkeyName = (s1 + s2 + s3);

LONG result = RegOpenKeyExW(hKey, subkeyName.c\_str(), 0, KEY\_READ, &hKey);

if (result == ERROR\_SUCCESS) {

// Открытие ключа прошло успешно

DWORD valueIndex = 0; // Индекс значения

WCHAR valueName[256]; // Максимальная длина имени значения

DWORD valueNameSize = 256;

DWORD dataType;

BYTE data[256]; // Максимальный размер данных значения

DWORD dataSize = 256;

std::wstring answer;

while (true) {

result = RegEnumValueW(hKey, valueIndex, valueName, &valueNameSize, NULL, &dataType, data, &dataSize);

if (result == ERROR\_NO\_MORE\_ITEMS) {

// Все значения перечислены

break;

}

if (result == ERROR\_SUCCESS) {

answer += L"Имя значения: " + std::wstring(valueName) + L'\n';

if (dataType == REG\_SZ) {

LPCWSTR strValue = reinterpret\_cast<LPCWSTR>(data);

answer += L"Данные значения: " + std::wstring(strValue) + L'\n';

}

else if (dataType == REG\_DWORD) {

DWORD intValue = \*reinterpret\_cast<DWORD\*>(data);

answer += L"Данные значения: " + std::wstring(std::to\_wstring(intValue)) + L'\n';

}

else {

answer += L"Другой тип данных (не обработан).\n";

}

// Увеличение индекса и сброс размеров

valueIndex++;

valueNameSize = 256;

dataSize = 256;

answer += L'\n';

}

else {

wprintf(L"Ошибка при перечислении значений: %d\n", result);

break;

}

}

return answer;

RegCloseKey(hKey);

}

else {

wprintf(L"Ошибка при открытии ключа: %d\n", result);

}

//HKEY hKey = HKEY\_CURRENT\_USER;

//std::wstring subkeyName = L"Software\\Lab5";

//DWORD dataType;

//BYTE\* data = nullptr;

//DWORD dataSize = 0;

//if (RegOpenKeyExW(hKey, subkeyName.c\_str(), 0, KEY\_READ, &hKey) == ERROR\_SUCCESS)

//{

// long result = RegQueryValueExW(hKey, (LPCWSTR)name.c\_str(), NULL, &dataType, NULL, &dataSize);

// if (result == ERROR\_SUCCESS) {

// // Выделение памяти для данных значения

// data = new BYTE[dataSize];

// result = RegQueryValueExW(hKey, (LPCWSTR)name.c\_str(), NULL, &dataType, data, &dataSize);

// if (result == ERROR\_SUCCESS) {

// if (dataType == REG\_SZ) {

// // Если тип данных - строка (REG\_SZ)

// LPCWSTR strValue = reinterpret\_cast<LPCWSTR>(data);

// return strValue;

// }

// else if (dataType == REG\_DWORD) {

// // Если тип данных - 32-битное целое число (REG\_DWORD)

// DWORD intValue = \*reinterpret\_cast<DWORD\*>(data);

// return std::wstring(std::to\_wstring(intValue));

// }

// else {

// wprintf(L"Другой тип данных (не обработан).\n");

// }

// }

// else {

// wprintf(L"Ошибка при получении значения: %d\n", result);

// }

// }

// else {

// wprintf(L"Ошибка при получении информации о значении: %d\n", result);

// }

//}

//return L"";

}